340W25 PA2

**Due date:** Check the schedule table.

**Submission:** Starter code is provided ([link](https://drive.google.com/file/d/1rVBK5BptpOZICPRYH8__gbx0P2qFwjWw/view?usp=drive_link)) to be filled in. A single **zip file** must be submitted through eClass. Use filename in the format: **pa2-[lastname].zip**. Replace [lastname].

**Total:** 100

# Question 1 (50)

## Objectives

In this question, you will implement several methods for computing eigenvalues and eigenvectors, and compare them to MATLAB’s built-in functions.

## Description

Implement the following algorithms in the provided function templates, to compute eigenvalues and eigenvectors:

1. Normalized power iteration
2. Inverse iteration
   * You can use Matlab’s \ operator to solve the linear system.
3. QR iteration
   * You can use Matlab’s qr function for QR factorization.

Then complete the following tasks. Run main.m to check your work. Note the provided A.mat contains a 3x3 zero matrix. The file is a binary file, so you cannot edit it directly. Rather, use the save command from the MATLAB command line or write your own script.

1. Use a square matrix with at least three rows to show that your implemented normalized power iteration algorithm finds the dominant eigenvalue and the corresponding eigenvector.  
     
   Note that if **v** is an eigenvector of matrix **A**, then the corresponding eigenvalue can be found by the Rayleigh quotient:  
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2. Use a square matrix with at least three rows to show that your implemented inverse iteration algorithm finds the eigenvalue with the smallest magnitude and the corresponding eigenvector.
3. Use a square matrix with at least three rows to show that your implemented QR iteration algorithm finds all the eigenvalues and the corresponding eigenvectors.
4. Validate your answers for parts A, B, and C by comparing it with the output of Matlab’s default function eig for calculating eigenvalues and eigenvectors.

It is perfectly fine to use the same matrix for all three above, but you can also use different matrices if you choose.

# Question 2 (50)

## Objectives

In this question, you will explore the use of non-linear equations on a problem that occurs in robotics/animation. In particular, you will evaluate Newton's and Broyden's methods for non-linear systems of equations in inverse kinematic applications.

## Background

Given a manipulator or a kinematic chain (a set of joints that are joined by links), **forward kinematics** is the problem of determining the position of the joints or only the end-effector, that is, the tip of the manipulator, given the joint angles. This problem is a straightforward application of Euclidean transformations.

**Inverse kinematics** is the inverse problem: determine the joint orientations in terms of angles that satisfy a given set of constraints (e.g., find the joint orientations that put the end-effector at a specific position). This problem is harder than forward kinematics; the analytic solution is often complicated or doesn't exist, so numerical solutions are required. Furthermore, it is possible that the solution is not unique. There may be no solutions or several solutions.

## Description

![Image twolink](data:image/png;base64,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)

**Figure 1:** An example of a two-link planar manipulator with link lengths **l** = [1,1]T and joint angles **theta** = [𝜋/4, 𝜋/4]T.

Here, you will focus on a 2D planar manipulator with two links and two rotational degrees of freedom, as in the above figure. We will parameterize our manipulator with a vector of the two link lengths **l** = [*l*1, *l*2]T and a vector of the two joint angles **theta** = [𝜃1, 𝜃2]T.

The non-linear equations for positioning the end effector (i.e., the tip of the manipulator) at a point **p** = [x, y]T are as follows:

*f*1(𝜃1, 𝜃2) = *l*1 cos(𝜃1) + *l*2 cos(𝜃1+ 𝜃2) - *x =* 0,

*f*2(𝜃1, 𝜃2) = *l*1 sin(𝜃1) + *l*2 sin(𝜃1+ 𝜃2) - *y =* 0.

1. Fill in the function [**pos**, **J**] = evalRobot2D(**l**, **theta**) that returns the position, **pos** (2x1 vector), of the end-effector and the **J** of **pos** with respect to **theta** given the rotation angles **theta** and the fixed link lengths **l**. Implement **J** analytically.
2. While the previous question is about analytically calculating **J**, this question is about numerically calculating **J**. Fill in the function **J** = fdJacob2D(**l**, **theta**, h) that uses central differences (explained below) to compute the Jacobian using scalar h>0.
3. Evaluate several different values for h by comparing the finite-difference Jacobian to the analytic Jacobian for various **theta**.  
   As an example, the central-difference formula for the first column of the Jacobian would be as follows:

( evalRobot2D(**l**, **theta**+[h;0]) - evalRobot2D(**l**, **theta**-[h;0]) ) / (2\*h)

1. Of course, you will have to figure out the formula for the second column of the Jacobian. Answer the following questions in Matlab comments (**Note**: no writeup is required for this lab).
   1. Are the results close enough to be useful?
   2. Why would you use this finite-difference approximation instead of the analytic derivative?
   3. Include your test script in your submission, named **compareJacobian.m**
2. Fill in the function **theta** = invKin2D(**l**, **theta0**, **pos**, n, mode) that returns the rotation angles in a 2x1 vector **theta** that put the end-effector at **pos**. Your method should terminate when a constraint is satisfied, that is, use a threshold on the norm of the difference between the current position and **pos**, e.g. 0.001, or after n iterations, whichever comes sooner. When mode=1, you should use Newton’s method, and when mode=0, you should use Broyden’s method.
   1. [A note](https://drive.google.com/file/d/1kdXoAubn-RQSzQQfeioFHjr4BoVKJnXb/view?usp=drive_link) to help you understand Newton’s method
   2. For Broyden’s method, start with the Jacobian from your evalRobot2D function.
3. Use the provided **eval2D.m**, or an equivalent script (include it in your submission), with your own invKin2D function to evaluate the difference between Newton’s and Broyden’s methods. Explain in Matlab comments. Use the provided **plotRobot2D.m** function (called in eval2D.m) to plot.

Examples and hints:

**Q 2A.**

**Example 1:**

l = [1 1]'

th = [pi/3 pi/3]'

**pos = [ 0.0000 1.7321]'**

**J = [ -1.7321 -0.8660; 0.0000 -0.5000]**

**Example 2:**

l = [2 2]'

th = [pi/2 pi/2]'

**pos = [ -2.0000 2.0000]'**

**J = [-2.0000 -0.0000; -2.0000 -2.0000]**

**Q 2B.**

**Example 1:**

l = [1 1]'

th = [pi/3 pi/3]'

h = 0.01

**J = [ -1.7320 -0.8660; -0.0000 -0.5000]**

**2. Example 2:**

l = [2 2]'

th = [pi/2 pi/2]'

h = 0.5

**J = [ -1.9177 -0.0000; -1.9177 -1.9177]**

**Q 2C:** You should be able to verify your implementation using the provided eval2D.m and plotRobot2D.m scripts.